**Demystifying makeVector()**

The second programming assignment in the Johns Hopkins University *R Programming* course on Coursera.org makes use of a prototype set of functions that illustrate caching of a mean from a vector. The overall objective of the assignment is to demonstrate the concept of lexical scoping. This assignment often confuses students because it is difficult for them to understand the concepts simply by looking at their implementation in code.

This article explains the code in the cachemean.R file, highlighting key R concepts and features that make the program work as expected. In addition to the concept of scoping, the assignment also introduces use of S3 objects without explicitly explaining how object orientation is implemented in R, causing large amounts of frustration in students when they are unable to get their implementations of makeVector() and cacheSolve() to work correctly.

**What is lexical scoping?**

Scoping is the mechanism within R that determines how R finds symbols (i.e. programming language elements) to retrieve their values during the execution of an R script.

R supports two types of scoping: lexical scoping and dynamic scoping. As noted by Hadley Wickham, "Dynamic scoping is primarily used within functions to save typing during interactive analysis," and will not be covered here. Hadley Wickham's[Advanced-R website's section on scoping issues](http://adv-r.had.co.nz/Computing-on-the-language.html#scoping-issues) covers dynamic scoping.

Lexical scoping is used to retrieve values from objects based on the way functions are nested when they were written. Since*Programming Assignment 2* contains nested functions, to fully comprehend the assignment students must be able to visualize how the symbols are stored and accessed within the nested function. A more detailed explanation of lexical scoping is available on the [Advanced-R website's Function page](http://adv-r.had.co.nz/Functions.html), so I'll refer the reader there for the details.

Understanding of scoping is key to *R Programming Assignment 2*, because the fact that the "cache" works is due to how the code is built at design time, not how the code is called at runtime.

**Overall Design of makeVector() and cachemean()**

The cachemean.R file contains two functions, makeVector() and cachemean(). The first function in the file, makeVector()creates an R object that stores a vector and its mean. The second function, cachemean() requires an argument that is returned by makeVector() in order to retrieve the mean from the cached value that is stored in the makeVector() object's environment.

**What's going on in makeVector()?**

The key concept to understand in makeVector() is that it builds a set of functions and returns the functions within a list to the parent environment. That is,

myVector <- makeVector(1:15)

results in an object, myVector, that contains four functions: set(), get(), setmean(), and getmean(). It also includes the two data objects, x and m.

Due to lexical scoping, myVector contains a complete copy of the environment for makeVector(), including any objects that are defined within makeVector() at design time (i.e., when it was coded). A diagram of the environment makes it clear what is accessible within myVector.
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Once the function is run, the environment containing myVector looks like:

[![https://github.com/lgreski/datasciencectacontent/raw/master/markdown/images/rprog-breakingDownMakeVector02.png](data:image/png;base64,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)](https://github.com/lgreski/datasciencectacontent/blob/master/markdown/images/rprog-breakingDownMakeVector02.png)

Notice that the object x contains the vector 1:15, even though myVector$set() has not been executed. This is the case because the value 1:15 was passed as an argument into the makeVector() function. What explains this behavior?

When an R function returns an object that contains functions to its parent environment (as is the case with a call like myVector <- makeVector(1:15)), not only does myVector have access to the specific functions in its list, but it also retains access to the entire environment defined by makeVector(), including the original argument used to start the function.

Why is this the case? myVector contains pointers to functions that are within the makeVector() environment after the function ends, so these pointers prevent the memory consumed by makeVector() from being released by the garbage collector. Therefore, the entire makeVector() environment stays in memory, and myVector can access its functions as well as any data in that environment that is referenced in its functions.

This feature explains why x (the argument initialized on the original function call) is accessible by subsequent calls to functions on myVector such as myVector$get(), and it also explains why the code works without having to explicitly issuemyVector$set() to set the value of x.

**makeVector() step by step**

Now, let's break the behavior of the function down, step by step.

**Step 1: Initialize objects**

The first thing that occurs in the function is the initialization of two objects, x and m.

makeVector(x) {

m <- NULL

...

}

Notice that x is initialized as a function argument, so no further initialization is required within the function. m is set to NULL, initializing it as an object within the makeVector() environment to be used by later code in the function.

**Step 2: Define the "behaviors" or functions for objects of type makeVector()**

After initializing key objects that store key information within makeVector(), the code provides four basic behaviors that are typical for data elements within an object-oriented program. They're known as "getters and settters." As one might expect, "getters" are program modules that retrieve data within an object, and "setters" are program modules that set the data values within an object.

First makeVector() defines the set() function. Most of the "magic" in makeVector() takes place in the set() function.

set <- function(y) {

x <<- y

m <<- NULL

}

Here we use the <<- [form of the assignment operator](https://github.com/lgreski/datasciencectacontent/blob/master/markdown/rprog-assignmentOperators.md), which assigns the value on the right side of the operator to an object in the parent environment named by the object on the left side of the operator.

When set() is executed, it does two things:

1. Assign the input argument to the x object in the parent environment, and
2. Assign the value of NULL to the m object in the parent environment.

Therefore, if there is already a valid mean cached in m, whenever x is reset, the value of m cached in the memory of the object is cleared, forcing subsequent calls to cachemean() to recalculate the mean rather than retrieving the wrong value from cache.

Second, makeVector() defines the getter for the vector x.

get <- function() x

Again, this function takes advantage of the lexical scoping features in R. Since the symbol x is not defined within get(), R retrieves it from the parent environment of makeVector().

Third, makeVector() defines the setter for the mean m.

setmean <- function(mean) m <<- mean

Since m is defined in the parent environment and we need to access it after setmean() completes, the code uses the <<-form of the assignment operator to assign the input argument to the value of m in the parent environment.

Finally, makeVector() defines the getter for the mean m. Just like the getter for x, R takes advantage of lexical scoping to find the correct symbol m to retrieve its value.

getmean <- function() m

At this point we have getters and setters defined for both of the data objects within our makeVector() object.

**Step 3: Create a new object by returning a list()**

Here is the other part of the "magic" in the operations of the makeVector() function. The last section of code assigns each of these functions as an element within a list(), and returns it to the parent environment.

list(set = set, get = get,

setmean = setmean,

getmean = getmean)

When the function ends, it returns a fully formed object of type makeVector() to be used by downstream R code. One other important subtlety about this code is that each element in the list is [named](http://www.r-tutor.com/r-introduction/list/named-list-members). That is, each element in the list is created with aelementName = value syntax, as follows:

list(set = set, # gives the name 'set' to the set() function defined above

get = get, # gives the name 'get' to the get() function defined above

setmean = setmean, # gives the name 'setmean' to the setmean() function defined above

getmean = getmean) # gives the name 'getmean' to the getmean() function defined above

Naming the list elements is what allows us to use the $ [form of the extract operator](https://github.com/lgreski/datasciencectacontent/blob/master/markdown/rprog-extractOperator.md) to access the functions by name rather than using the [[ form of the extract operator, as in myVector[[2]](), to get the contents of the vector.

Here it's important to note that the cachemean() function REQUIRES an input argument of type makeVector(). If one passes a regular vector to the function, as in

aResult <- cachemean(1:15)

the function call will fail with an error explaining that cachemean() was unable to access $set() on the input argument because $ does not work with atomic vectors. This is accurate, because a primitive vector is not a list, nor does it contain a$set() function.

**Conclusion: what makes cachemean() work?**

To summarize, the lexical scoping assignment in *R Programming* takes advantage of lexical scoping and the fact that functions that return objects of type list() also allow access to any other objects defined in the environment of the original function. In the specific instance of makeVector() this means that subsequent code can access the values of x or m through the use of getters and setters. This is how cachemean() is able to calculate and store the mean for the input argument if it is of typemakeVector(). Because list elements in makeVector() are defined with names, we can access these functions with the $ [form of the extract operator](https://github.com/lgreski/datasciencectacontent/blob/master/markdown/rprog-extractOperator.md).

**Appendix: cachemean.R**

Here is the entire listing for cachemean.R.

makeVector <- function(x = numeric()) {

m <- NULL

set <- function(y) {

x <<- y

m <<- NULL

}

get <- function() x

setmean <- function(mean) m <<- mean

getmean <- function() m

list(set = set, get = get,

setmean = setmean,

getmean = getmean)

}

cachemean <- function(x, ...) {

m <- x$getmean()

if(!is.null(m)) {

message("getting cached data")

return(m)

}

data <- x$get()

m <- mean(data, ...)

x$setmean(m)

m

}
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